**Name: Mohammad Zain Abbas**

**Reg #: 6865**

**DE-36 (CE), Syndicate: A**

**LAB 7 JOURNEL**

**Equipment Used:** Notebook Computer, Python IDLE 3.6

**Lab Tasks:**

1 Study ‘queue’ and use it to develop priority queues in python and check if it’s working properly.

**SOLUTION CODE:**

# -\*- coding: utf-8 -\*-

"""

Created on Mon Nov 6 09:12:51 2017

@author: umerm

"""

import queue as PQ

q = PQ.PriorityQueue()

q.put(100)

q.put(10)

q.put(50)

q.put(40)

q.put(30)

while not q.empty():

print(q.get());

**OUTPUT:**
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2.Implement A\* algorithm in python for following graph:

Graph1: Start Node: Arad, Goal: Bucharest

**SOLUTION CODE:**

# -\*- coding: utf-8 -\*-

"""

Created on Mon Nov 13 09:15:47 2017

@author: umerm

"""

from queue import PriorityQueue

heuristics={'Arad':366,

'Bucharest':0,

'Craiova':160,

'Dobreta':242,

'Eforie':161,

'Fagaras':178,

'Giurgiu':77,

'Hirsova':151,

'Lasi':226,

'Lugoj':244,

'Mehadia':241,

'Neamt':234,

'Oradea':380,

'Pitesti':98,

'Rimnicu Vilcea':193,

'sibiu':253,

'Timisoara':329,

'Urziceni':80,

'Vaslui':199,

'Zerind':374,

};

def A\_Star\_Search(Graph,Start\_Node,Goal):

PQ=PriorityQueue();

PQ.put((0,Start\_Node));

came\_From={};

cost\_so\_Far={};

came\_From[Start\_Node]=None;

cost\_so\_Far[Start\_Node]=0;

while not PQ.empty():

current\_Node=PQ.get();

for neighbours in Graph[current\_Node[1]]:

for key in neighbours.keys():

new\_Cost=cost\_so\_Far[current\_Node[1]]+neighbours[key];

if key not in cost\_so\_Far or new\_Cost < cost\_so\_Far[key]:

cost\_so\_Far[key]=new\_Cost;

priority=new\_Cost+heuristics[key];

PQ.put((priority,key));

came\_From[key]=current\_Node[1];

return re\_ContructPath(came\_From,Start\_Node,Goal);

def re\_ContructPath(came\_From,start,goal):

current=goal;

path=[];

while current is not start:

path = path + [current];

current=came\_From[current];

path = path + [start];

path\_reverse=path[::-1];

return path\_reverse

def main():

Graph={'Arad':[{'Zerind':75},{'Timisoara':118},{'sibiu':140}],

'Zerind':[{'Oradea':71},{'Arad':75}],

'Timisoara':[{'Lugoj':111},{'Arad':118}],

'sibiu':[{'Arad':140},{'Oradea':151},{'Fagaras':99},{'Rimnicu Vilcea':80}],

'Oradea':[{'Zerind':71},{'sibiu':151}],

'Lugoj':[{'Mehadia':70},{'Timisoara':111}],

'Mehadia':[{'Lugoj':70},{'Dobreta':75}],

'Dobreta':[{'Mehadia':75},{'Craiova':120}],

'Rimnicu Vilcea':[{'Craiova':146},{'Pitesti':97},{'sibiu':80}],

'Craiova':[{'Dobreta':120},{'Rimnicu Vilcea':146},{'Pitesti':138}],

'Fagaras':[{'Bucharest':211},{'sibiu':99}],

'Pitesti':[{'Craiova':138},{'Rimnicu Vilcea':97},{'Bucharest':101}],

'Bucharest':[{'Fagaras':211},{'Pitesti':101},{'Giurgiu':90},{'Urziceni':85}],

'Giurgiu':[{'Bucharest':90}],

'Urziceni':[{'Bucharest':85},{'Hirsova':98},{'Vaslui':142}],

'Eforie':[{'Hirsova':86}],

'Hirsova':[{'Urziceni':98},{'Eforie':86}],

'Vaslui':[{'Urziceni':142},{'Lasi':92}],

'Lasi':[{'Vaslui':92},{'Neamt':87}],

'Neamt':[{'Lasi':87}]};

print(A\_Star\_Search(Graph,'Arad','Bucharest'));

main();

**OUTPUT:**
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**3. Write a script to decompose the given imaginto an undirected graph where the pixel**

**represents the vertices and adjacent vertices are connected to each other via 4-connectivity**

**and the cost on edges between adjacent nodes is their absolute intensity differences. The**

**heuristic values should be calculated by taking the Manhattan distce for each pixel**

**coordinates. The Manhattan distance between two points (x 0 ,y 0 ) and (x 1 ,y 1 ) can be**

**calculated as:**

**D = |y 1 − y 0 | + |x 1 − x 0 |**

**Use A\* algorithm to traverse decomposed image starting from pixel 150 to pixel 165.**

|  |  |  |
| --- | --- | --- |
| 150 | 2 | 5 |
| 80 | 145 | 45 |
| 74 | 102 | 165 |

**SOLUTION CODE:**

# -\*- coding: utf-8 -\*-

"""

Created on Mon Nov 13 10:28:40 2017

@author: umerm

"""

from queue import PriorityQueue

heuristics={'2':3,

'5':2,

'45':1,

'74':2,

'80':3,

'102':1,

'145':2,

'150':4,

'165':0

};

def A\_Star\_Search(Graph,Start\_Node,Goal):

PQ=PriorityQueue();

PQ.put((0,Start\_Node));

came\_From={};

cost\_so\_Far={};

came\_From[Start\_Node]=None;

cost\_so\_Far[Start\_Node]=0;

while not PQ.empty():

current\_Node=PQ.get();

for neighbours in Graph[current\_Node[1]]:

for key in neighbours.keys():

new\_Cost=cost\_so\_Far[current\_Node[1]]+neighbours[key];

if key not in cost\_so\_Far or new\_Cost < cost\_so\_Far[key]:

cost\_so\_Far[key]=new\_Cost;

priority=new\_Cost+heuristics[key];

PQ.put((priority,key));

came\_From[key]=current\_Node[1];

return re\_ContructPath(came\_From,Start\_Node,Goal);

def re\_ContructPath(came\_From,start,goal):

current=goal;

path=[];

while current is not start:

path = path + [current];

current=came\_From[current];

path = path + [start];

path\_reverse=path[::-1];

return path\_reverse

def main():

Graph\_Image={'2':[{'5':3},{'145':143},{'150':148}],

'5':[{'2':3},{'45':43}],

'45':[{'5':40},{'145':100},{'165':120}],

'74':[{'80':6},{'102':28}],

'80':[{'74':6},{'145':65},{'150':70}],

'102':[{'74':28},{'145':43},{'165':63}],

'145':[{'2':143},{'45':100},{'80':65},{'102':43}],

'150':[{'2':148},{'80':70}],

'165':[{'45':120},{'102':63}]

}

print(A\_Star\_Search(Graph\_Image,'150','165'));

main();

**OUTPUT:**

![](data:image/png;base64,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)